**Assignment #1  
Due September 19th**

You should write all your programs on the Unix system that you used for the lab, or on your own Unix system. You'll have more flexibility for your platform in later assignments! Turn in your C++ source code files via Blackboard (this means you will probably want to download the files to your own computer). Please see the submission instructions for more details.

1) **Benford's Law** **- 30 pts**  
Given a collection of naturally occurring numbers - for example, the length of rivers around the world, enrollment at UAA over the years, the number of votes for a candidate by precinct – we might expect these numbers to have nothing in common.   
  
But what if you looked at the distribution of the leading digit of these numbers? In other words, count the number of times 1 is the leading digit, 2 is the leading digit, etc. A natural assumption is that all of these digits are equally likely so there should be about a 11% chance to see any one value from 1-9 as the leading digit. What we find instead is quite remarkable. 1 is the leading digit about 30% of the time, and the probability drops to around 5% for the digit 9. This distribution holds for all of these examples despite the disparate sources and is called [Benford's Law](http://en.wikipedia.org/wiki/Benford's_law). One application of this phenomenon is verification of voting records - if the number of votes by precinct doesn't match the expected distribution then that raises questions about vote tampering.   
  
The file enrollments.txt (in ~sjneumayer/CSCE\_A211 on **ruminant.duckdns.org**) on contains 3295 UAA enrollments by section. Write a C++ program that reads 3295 numbers from the **console** (i.e., you would normally type in the numbers) and outputs how many of those numbers start with 1, how many start with 2, etc. up to 9. You might want to look ahead at arrays to make your job a little easier. Run your program in Linux and use [**I/O redirection**](http://linuxcommand.org/lc3_lts0070.php) **(**<http://linuxcommand.org/lc3_lts0070.php>) (i.e. program\_name < file\_name) to read the numbers from the file instead of you typing in all 3295 numbers. **Your program should not open the text file and read it directly! To get all the points you must use I/O redirection from the linux shell.** The results should generally match Benford's law.

2) **Chuck-a-luck** **- 30 pts**

Chuck-a-luck is a simple dice game for gamblers. You can play it in some Vegas casinos. To play, the gambler first places a wager, *W*. The gambler then picks any number from 1-6. Let *n* represent the gambler's number. Next, the gamber rolls three six-sided dice. If none of the rolls equals *n* then the gambler loses *W*. If one of the rolls equals *n* then the gambler wins wager *W* back (even money, 1-1). If two of the rolls equals *n* then the gambler wins twice the wager *W* (2-1). If all three of the rolls equals *n* then the gamber wins three times *W* (3-1).

Write a program that implements a C++ version of Chuck-a-luck. It should output appropriate messages so the player knows what has happened. The player should be prompted to input a wager, select a number, and to initiate rolling the dice. The gambler should start with $100. The gambler should be allowed to keep playing until he or she runs out of money (don't allow a wager that is more than the amount of money owned) or the gambler decides to quit playing. For the selected number that should be from 1-6, your program should only allow the gambler to choose a valid number. For example, if 7 or 0 is entered then the gambler should be prompted to enter the number again.

Additional requirement: Your solution must use at least one programmer-defined function in a meaningful way. You are welcome to write more functions if you wish.

3) **Maze Generation and Maze Solving** - **20 pts**

There is no code to write for this problem. Consider a maze that is represented by a 2-D array. A sample maze is shown in the image below:

![http://2.bp.blogspot.com/-iC0wXDm9u_Y/UwkAjxlOaPI/AAAAAAAABWk/Gfjxy-WFz0A/s1600/Screenshot+from+2014-02-22+19:54:22.png](data:image/png;base64,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)

Walls are shown with an X, spaces with a blank, and the exit is S.

1. Given a random start location, think of an algorithm that does not use recursion that would find its way to the exit S. Your algorithm should be able to run on an arbitrary maze, and not be specific to the sample given above. Can your algorithm avoid going in circles? Describe your algorithm.

My answer: Given the start location I would make my algorithm go to any spaces that have a blanks spot. Along the way, I would make a 2D array that checks coordinates and marks if a spot has been visited to prevent circles. If a spot is marked in an X or has been visited before it would stop continuing that line. Finally the program will terminate when it reaches the exit ,‘S’,

1. Think of a way to have a computer program generate a random maze. What are important criteria that a good maze should have? Describe how your algorithm could possibly meet the criteria.

My answer: There are a few criteria a good maze should have.

* + 1. The boundary of the wall is clear is understandable
    2. There is a path from exit to the beginning point
    3. The path from exit to the beginning is not a straight shot
    4. There are an apt number of dead ends to aid in complexity
    5. Finally, it has to be random

My algorithm would start by making the grid filled with x’s and choice where the start end endpoints are. Then I would make other starter points in the maze and make it go from a false start to a false end. In doing so, making those paths random to aid in its random generation. When those are done, I generate the real path making it go through the already clear path but allowing it to break walls if there is no other way.

4) **Reference parameters - 20 pts**

Write a program that reads an integer from 1-99 that represents some amount of change to dispense. The program should calculate the minimum number of coins in terms of quarters, dimes, nickels, and pennies that adds up to the amount of change. Write a void function that takes as input:

* An int **passed by value** that represents the amount of change to dispense
* An int **passed by reference** that returns the number of quarters needed
* An int **passed by reference** that returns the number of dimes needed
* An int **passed by reference** that returns the number of nickels needed
* An int **passed by reference** that returns the number of pennies needed

Pay special attention to the bolded items above. You must use reference parameters within a single function for the quarters, dimes, nickels, and pennies. The main function **MUST use this void function to calculate the number of quarters, dimes, nickels, and pennies to dispense as change**. Write test code in the main function that calls your function with at least two test cases and outputs how many of each coin is needed to add up to the amount of change.